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# ВВЕДЕНИЕ

Изучение теории формальных языков занимает важное место в образовательной программе по программной инженерии. Эта область, являющаяся неотъемлемой частью компьютерных наук и теоретической информатики, посвящена анализу структуры, свойств формальных языков и моделированию их обработки. В условиях современного мира, где постоянно растут объемы данных и необходимость в эффективных методах их обработки, хранения и передачи, понимание основ формальных языков становится особенно актуальным.

Формальные языки находят применение в различных областях: от описания синтаксиса языков программирования до разработки сетевых протоколов и создания компиляторов. Они позволяют формализовать взаимодействие как между человеком и компьютером, так и между различными компонентами программного обеспечения. Основу теории формальных языков составляют такие понятия, как грамматики, автоматы и алгебраические структуры, которые используются для описания синтаксиса и семантики языков.

В данном отчете будет рассмотрен процесс преобразования выражений в обратную польскую запись.

# 1 ЦЕЛЬ

Преобразование алгебраического выражения в обратную польскую запись на Python.

# 2 ЗАДАНИЕ

## 2.1 Формулировка задания

На выбранном ЯП реализовать преобразование простого алгебраического выражения в обратную польскую запись с использованием стека и простейший калькулятор выражений в обратной польской записи с целыми числами.

Выражение для обработки: 10 + 3 \* (2 - 1/2) = 14,5

## 2.2 Математическая модель

Разработаем функцию, которая принимает арифметическое выражение в виде строки и преобразует его в постфиксную запись (обратную польскую нотацию). Для этого определим строковую переменную expression, содержащую исходное выражение. Зададим словарь для приоритетов операторов (+, -, \*, /), где большее число соответствует более высокому приоритету. Создадим список output для итогового выражения в постфиксной нотации, список tokens для хранения элементов (чисел, операторов и скобок), полученных путем разбиения строки expression с помощью регулярных выражений, и стек operators для временного хранения операторов и скобок.

При обработке каждого элемента из tokens алгоритм выполняет следующие шаги:

- Если текущий элемент (token) является числом (включая отрицательные значения), он добавляется в output.

- Если token — оператор, его приоритет сравнивается с приоритетами операторов в стеке. Если оператор на вершине стека имеет равный или более высокий приоритет, он переносится в output, после чего текущий оператор добавляется в стек.

- Если token — открывающая скобка, она помещается в стек.

- Если token — закрывающая скобка, все операторы из стека перемещаются в output до ближайшей открывающей скобки, которая затем удаляется из стека.

После обработки всех элементов из tokens оставшиеся в стеке операторы перемещаются в output. Функция возвращает постфиксную нотацию в виде строки.

Дополнительно создадим функцию для вычисления значения выражения в постфиксной нотации. В этой функции используется стек stack для промежуточных результатов и список tokens для разделения элементов выражения. В процессе обработки:

- Если token — число (включая отрицательные значения), оно добавляется в стек.

- Если token — оператор, из стека извлекаются два последних числа, над которыми выполняется соответствующая операция (сложение, вычитание, умножение или деление). Результат возвращается в стек.

После завершения вычислений функция возвращает единственный элемент из стека как итоговый результат.

Также реализуем функцию для проверки строки на наличие недопустимых символов (любых символов, кроме цифр, операторов +, -, \*, /, скобок и пробелов).

## 2.3 Тестирование программы

Проведём тестирование для данной программы на разных значениях. Результаты продемонстрируем на рисунке 1, 2.
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**Рисунок 1 - Первое тестирование программы**

![](data:image/png;base64,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)

**Рисунок 2 - Второе тестирование программы**

# ЗАКЛЮЧЕНИЕ

В ходе выполнения практической работы были достигнуты следующие результаты:

Реализовано преобразование алгебраического выражения в обратную польскую нотацию с использованием языка Python.

Создана программа, осуществляющая данное преобразование.

Проведено тестирование программы, результаты которого приведены в отчете.

Таким образом, поставленная цель работы — разработка программы для преобразования алгебраического выражения в обратную польскую запись на Python — была успешно достигнута.
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# ПРИЛОЖЕНИЯ

Приложение А – код на языке Python

**ПРИЛОЖЕНИЕ А**

Код на языке Python

*Листинг А.1 – main.py*

| import re  def infix\_to\_postfix(expression):  precedence = {'+': 1, '-': 1, '\*': 2, '/': 2}  output = []  operators = []  tokens = re.findall(r'\d+\.?\d\*|[()+\*/-]', expression) # Нужно для деления на типо список из '10', '+', ... (я устал это прописывать)  for token in tokens:  if token.isdigit() or '.' in token: # Если это число  output.append(token)  elif token in precedence: # Если это оператор  while (operators and operators[-1] in precedence and  precedence[token] <= precedence[operators[-1]]):  output.append(operators.pop())  operators.append(token)  elif token == '(':  operators.append(token)  elif token == ')':  while operators and operators[-1] != '(':  output.append(operators.pop())  operators.pop() # Удаление '(' ато почему-то багалось  while operators:  output.append(operators.pop())  return ' '.join(output)  def evaluate\_postfix(expression):  stack = []  tokens = expression.split()  for token in tokens:  if token.isdigit() or '.' in token: # Если это число  stack.append(float(token))  else: # Если это оператор  b = stack.pop()  a = stack.pop()  if token == '+':  stack.append(a + b)  elif token == '-':  stack.append(a - b)  elif token == '\*':  stack.append(a \* b)  elif token == '/':  stack.append(a / b)  return stack[0] # По итогу возвращаем первый элемент в стеке, он же и ответ  expression = "10 + 3 \* (2 - 1/2)"  print(f"Дано: {expression}")  postfix\_expression = infix\_to\_postfix(expression)  print(f"Полиз: {postfix\_expression}")  result = evaluate\_postfix(postfix\_expression)  print(f"Результат: {result}") |
| --- |